ACTIVITY 1

**Exploring Color**

Each pixel’s color is represented by a triplet of decimal numbers (RGB), where R represents the amount of red in the color, G represents the amount of green, and B represents the amount of blue. These decimal numbers range from 0 to 255. A larger number represents more of that color. Also described in that activity is the idea that the computer stores the color values in binary, with each value being represented in 8 bits, also known as a byte.

1. Answer the following review questions using the given website. Clicking on the color name or HEX value will give you the decimal value.

<https://www.w3schools.com/colors/colors_names.asp>

| What are the RGB values for White? | R: |  | G: |  | B: |  |
| --- | --- | --- | --- | --- | --- | --- |
| What are the RGB values for Silver? | R: |  | G: |  | B: |  |
| What are the RGB values for Coral? | R: |  | G: |  | B: |  |

Clearing Bits

Colors can be manipulated by changing the individual color values. If you think about these values as binary, changing the values can be accomplished through clearing bits (setting to 0) or setting bits (setting to 1). Consider a value of 255 (in decimal) for red. In binary, this is eight 1s (representing 27+26+25+24+23+22+21+20). If the two leftmost bits are cleared (set to 0), the result is 0011 1111 in binary, or 63 in decimal. If instead, the two rightmost bits of 255 are cleared, the result is 1111 1100, or 252 in decimal.

2. Run main in ColorChooser.java, click on the RGB tab, and set red at 255, green

at 0 and blue at 0. Notice the color (in the Preview area), which is bright red. Now set

red to 252 and note the color change. Finally set red to 63 and note the difference

from when red was 252. In one or two sentences, describe the differences between

the different colors of red that you observed.

If changes are made to bits on the left-hand side of a binary value, it has more impact

on the magnitude of the number represented than if changes are made to bits on the

right-hand side. From the previous example, clearing the left two bits of 255 resulted

in 63 while clearing the right two bits resulted in 252. For colors, this means that

clearing two bits on the right-hand side doesn’t change the color very much, while

clearing two bits on the left-hand side changes the color significantly

While changing the bits is easy if the number is in binary (just change those bit

positions to 0), this course deals with decimal numbers. It will be helpful to clear

and set bits by performing operations on decimal numbers. Consider the following

numbers, shown in both decimal and binary format:

| ***Original Decimal*** | ***Original Binary*** | ***Altered Binary*** | ***Altered Decimal*** |
| --- | --- | --- | --- |
| 183 | 1011 0111 | 1011 0100 | 180 |
| 5 | 0000 0101 | 0000 0100 | 4 |
| 80 | 0101 0000 | 0101 0000 | 80 |

Note that in a number where the rightmost two bits are already 0, this clearing of bits makes no difference in its value as in the example of the decimal number 80 above.

To figure out how to clear the last two bits on the right, consider that as the positions in the binary number change, moving from right to left, powers of 2 increase by 1. So, the rightmost position is 20, the next position is 21, etc. **Dividing a decimal number by 2 using integer division has the effect of removing the rightmost bit in the binary representation of the number.**

For example, if the number 183 (represented in binary as 1011 0111) is divided by 2, all the bits in the binary representation move to the right and the result is 91 (represented in binary as 0101 1011). Whether the rightmost bit was 0 or 1, it’s now gone. If the resulting decimal value is multiplied by 2, all the bits in the binary representation move to the left. 91 (0101 1011 in binary) times 2 is 182 (1011 0110 in binary). Note that the rightmost bit is now cleared.

3. What if we want to clear (set to zero) the rightmost two bits?

4. On your own, try your algorithm with the value 183. Record your process.

5. **Complete the Table:** Try this process of dividing by 4 and multiplying by 4 with the other numbers in the leftmost column of the table and verify that the result for each will be the number in the second to last column.

| ***Original Decimal*** | ***Original Binary*** | ***Altered Decimal After Dividing by 4*** | ***Altered Binary After Dividing by 4*** | ***Altered Decimal After Multiplying by 4*** | ***Altered Binary After Multiplying by 4*** |
| --- | --- | --- | --- | --- | --- |
| 183 | 1011 0111 | 45 | 10 1101 | 180 | 1011 0100 |
| 5 | 0000 0101 |  |  | 4 |  |
| 80 | 0101 0000 |  |  | 80 |  |

Changing Colors

The above operation can be done on colors of pixels in Java.

6. Create a Steganography class, which will only have static methods and use the Picture class to manipulate images. This class will be executable so include a main method which will be implemented later. You must add the code import java.awt.Color; to the top of your file.

Add the following method to the Steganography class.

/\*\*

\* Clear the lower (rightmost) two bits in a pixel.

\*/

public static void clearLow( Pixel p ) {

/\* To be implemented \*/

}

7. In the area specified “To be implemented,” implement your algorithm to clear the rightmost two bits from each of the color components R, G, and B of the given Pixel p.

8. Add a static method testClearLow that accepts a Picture as a parameter and returns a new Picture object with the lowest two bits of each pixel cleared.

Change main in Steganography.java to contain the following lines:

Picture beach = new Picture ("beach.jpg");

beach.explore();

Picture copy = testClearLow(beach);

copy.explore();

Run main and compare the two pictures.

9. Are you able to discern a difference between the image with the two lowest bits cleared and the original? If so, describe the difference that you see. If not, provide a brief explanation of why this change is not noticeable.

To summarize—clearing the rightmost two bits in a pixel’s individual color component value does not change the color enough to be perceptible when viewing the picture. These bits can be cleared by dividing each color value (Red, Green, Blue) by 4 and then multiplying each by 4 and setting the pixel’s color to a color represented by these values.

Setting Bits

As previously established, clearing the rightmost two bits of the Red, Green, or Blue values in the color of a pixel does not impact the color much. Because removing these values does not change the color in a perceptible way, it’s possible to use these bits to store different information.

10. If dividing a decimal equivalent value by 4 removed the rightmost (lowest) two bits, what value would you need to divide by in order to remove the rightmost six bits, isolating the leftmost (highest) two bits in an eight-bit number?

In the code below, notice that the method setLow has a Pixel p and a Color c as parameters. This color is the ‘new information’ that will be stored in the now cleared bits. To store this information, a pixel is modified by adding the leftmost two bits of the color values of c (isolated by dividing by the value identified above) to the color values of Pixel p.

|  | | ***Original Pixel Values*** | | ***Parameter Color c Value*** | | ***After Call to setLow*** | |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | | ***Decimal*** | ***Binary*** | ***Decimal*** | ***Binary*** | ***Decimal*** | ***Binary*** |
| Red | | 139 | 1000 1011 | 218 | **11**01 1010 | 139 | 1000 1011 |
| Green | | 66 | 0100 0010 | 112 | **01**11 0000 | 65 | 0100 0001 |
| Blue | | 16 | 0001 0000 | 214 | **11**01 0110 | 19 | 0001 0011 |

So, in the code below, the rightmost two bits in the original pixel’s colors are being set to the leftmost bits of another Color c by adding those bits from c to the color values of the pixel (after the pixel's rightmost two bits have been cleared).

In Steganography.java add the following method:

/\*\*

\* Set the lower 2 bits in a pixel to the highest 2 bits in c

\*/

public static void setLow Pixel p, Color c {

/\* To be implemented \*/

}

11. In the area specified “To be implemented,” implement the process described above to replace the lowest two bits of each color value with the highest two bits of color value of the parameter c.

12. Add a static method testSetLow that accepts a Picture and a Color as parameters and returns a new Picture object with the lowest two bits of each pixel set to the highest two bits of the provided color.

Change main in Steganography.java to contain the following lines:

Picture beach2 = new Picture ("beach.jpg");

beach2.explore();

Picture copy2 = testSetLow(beach2, Color.PINK);

copy2.explore();

Note that again, the two pictures appear to be identical, yet looking at individual pixels, you’ll see that the color values differ between 0 and 3.

13. To see a representation of the hidden image, the rightmost two bits for each color component need to become the most significant (leftmost) bits of the components of a new color. Determine the algorithm needed to reveal the ‘hidden’ picture using pseudocode.

Add the following method to Steganography.java:

/\*\*

\* Sets the highest two bits of each pixel’s colors

\* to the lowest two bits of each pixel’s color o s \*/

public static Picture revealPicture(Picture hidden i ) {

Picture copy = new Picture(hidden) ;

Pixel[][] pixels = copy.getPixels2D();

Pixel[][] source = hidden.getPixels2D();

for (int r = 0; r < pixels.length; r++) {

for (int c = 0; c < pixels[0].length; c++ t ) {

Color col = source[r][c].getColor();

/\* To be Implemented \* /

}

}

return copy;

14. In the area specified “To be implemented”, implement the process to isolate the rightmost two bits of the color values of col and move them to the leftmost position in copy. Add the following to the main method:

Picture copy3 = revealPicture(copy2);

copy3.explore();

These lines take the previously hidden color and then reveal it. These techniques will be explored more in Activity 2.

Check Your Understanding

The same techniques that were used to isolate bits can be used to isolate different components in a decimal number (1s, 10s, 100s, etc). When would you need to isolate different parts of a decimal number.

15. How would you isolate the tens digit from a decimal number of unknown size? What about the hundreds or thousands digit?